Engineer position

**Building a new input syntax for the IMITATOR parametric timed model checker**

**PI:** Étienne André  
**Email:** engineer@loria.science  
**Laboratory:** LORIA, Université de Lorraine, CNRS, Inria, Nancy, France  
**Team:** MOSEL + VeriDis

## 1 Context: IMITATOR

IMITATOR [And+12] is a *parametric timed model checker*, performing parametric verification and robustness analysis of models of systems featuring concurrency, hard timing constraints, and uncertain or unknown timing constraints. That is, IMITATOR can answer questions such as:

1. what are the admissible periods such that a real-time system meets its deadlines?
2. by how much can we vary some timing constants of a system such that the system is robust, *i.e.* its discrete behavior remains identical?
3. or, more pragmatically (but not less importantly), what are the wait values for which a coffee machine guarantees users to deliver a coffee within 10 seconds?

IMITATOR takes as input formalism the well-known formalism of *parametric timed automata* [AHV93], a useful but highly complex extension of finite-state automata with clocks [AD94] and unknown constants (*i.e.* parameters). The formalism supported by IMITATOR extends parametric timed automata with integer variables and stopwatches. Parameters can be used both in the model and in the properties. Verification capabilities include reachability-synthesis, a subset of the TCTL logics, deadlock-freeness-synthesis, non-Zeno model checking, and trace-preservation-synthesis. IMITATOR is fully written in OCaml, and makes use of the Parma Polyhedra Library [BHZ08]. It is available under the GNU General Public License. It also features distributed capabilities to run over a cluster [ACN15] and, while it features no graphical user interface, it is able to output graphics (see *e.g.* Fig. 1).

## 2 Public and applications

**Target** The targeted users are not only academic with an expertise in formal methods, but also industrial practitioners with less expertise in formal topics.
Applications

IMITATOR not only has led to publications in top-end venues (such as TACAS [And+19a], CAV [WAH19], and a best paper award at the core rank A conference ICECCS [AHW18]), including by other research groups [A¸st+16; Lut+19], but is also used in several applicative contexts.

IMITATOR was used in various research groups related, among other areas, to parametric schedulability analysis (e.g. [SAL15; AJM19]), product lines testing [Lut+19], monitoring cyber-physical systems [AHW18], and even analysis of music scores [FJ13]. Recently, we also used IMITATOR to guarantee cybersecurity properties [AS19].

Industrial collaborations

In addition to these academic works, IMITATOR was used and is still used in several industrial collaborations:

- verification of an asynchronous memory circuit with ST-microelectronics [And+12];
- scheduling analysis with Astrium Space Transportation [Fri+12];
- schedulability analysis with Thales [SAL15; Par+16], and supporting Thales’ “Time4sys” formalism [And19; AJM19];
- verification of an industrial asynchronous leader election algorithm by Thales [And+19c];
- parametric schedulability for ArianeGroup [And+19b].

3 Main objective

Despite some usage in the industry, IMITATOR clearly lacks a lot of handufl features for a model checker. This certainly hinders the usage of the tool by industrial practitionners lacking an expertise in formal methods.
This leads companies to regularly write feature requests, that the current developers have very little towards no time to develop.

**Main goal** The main goal is to improve the IMITATOR input language. For example, the only “data structure” currently supported is shared unbounded exact rationals. To encode an array, one should create as many variables (of type unbounded exact rational) as the size of the array, plus one variable to encode the number of elements in the array. This makes the models truely unreadable and unnecessarily complicated.

Therefore, the main goal will be to significantly improve the input syntax, so as to ease the use and the dissemination of the tool. This may include:

1. allowing new single types: Booleans, small integers, large integers, binary words (requested by an industrial user), with the associated operations;
2. allowing new composite types: enumerate types, structured types, arrays, lists, etc., with the associated operations;
3. allowing user-defined types and functions;
4. allowing the definition and composition of an unbounded (but fixed) number of components: extremely useful to model a protocol with \( n \) clients (\( n \) fixed but large);
5. allowing to partially reuse models, with variables renaming.

4 Framework and conditions

4.1 Conditions

**Requirements** A degree of engineer in computer science (or an equivalent degree) is required. A PhD is not required.

**Skills** One or more of the following skills would be appreciated, though not compulsory: OCaml programming, Python programming, formal methods, model checking.

Enjoying working in a dynamic scientific environment will be appreciated.

The knowledge of French language is not compulsory for the position.

**Conditions** The successful applicant will be hired by Inria for 24 months.

Tentative starting date: 1st January 2021.

Competitive salary, including health insurance, and subsidies for public transportation and canteen (lunch).
Application  Interested applicants are advised to get in touch with Étienne André first. Dedicated contact email: engineer@loria.science

4.2 Location: Nancy

The position will take place at LORIA (Laboratoire lorrain de recherche en informatique et ses applications) at Université de Lorraine, Nancy. LORIA is an internationally recognized research laboratory comprising over 400 scientists from 48 nationalities.

Université de Lorraine is a dynamic university in the beautiful city of Nancy, 1h30 from Paris by TGV (high-speed train); Nancy is a human-sized city featuring a high quality of life, a UNESCO-world-heritage city center, and very affordable living costs.
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